**Problem Description**

Given a sequence of distinct numbers a1, a2, ….. an, an inversion occurs if there are indices i<j such that ai > aj .  
For example, in the sequence 2 1 4 3 there are 2 inversions (2 1) and (4 3).  
The input will be a main sequence of N positive integers. From this sequence, a **Derived Sequence**will be obtained using the following rule. The output is the number of inversions in the derived sequence.  
**Rule for forming derived sequence**  
An integer may be represented in base 6 notation. In base 6, 10305 is 1x64 + 3x62 + 5 =1409. Note that none of the digits in that representation will be more than 5.  
The sum of digits in a base 6 representation is the sum of all the digits at the various positions in the representation. Thus for the number 1409, the representation is 10305, and the sum of digits is 1+0+3+0+5=9. The sum of digits may be done in the decimal system, and does not need to be in base 6  
The derived sequence is the sum of the digits when the corresponding integer is represented in the base 6 form number will be expressed in base 6, and the derived sequence is the sum of the digits of the number in the base 6 representation.

**Constraints**

N <= 50   
Integers in sequence <= 107

**Input Format**

The first line of the input will have a single integer, which will give N.   
The next line will consist of a comma separated string of N integers, which is the main sequence

**Output**

The number of inversions in the derived sequence formed from the main sequence.

**Explanation**

**Example 1**   
Input   
5  
55, 53, 88, 27, 33  
Output   
2  
**Explanation**   
The number of integers is 5, as specified in the first line. The given sequence is 55, 53, 88, 27, 33.   
The base 6 representation is 131, 125, 224, 43, 53 The derived sequence is 5,8,8,7,8 (corresponding to the sum of digits). The number of inversions in this is 2, namely (8, 7), (8, 7)  
**Example 2**   
Input

|  |
| --- |
| 8 |
| 120,21,47,64,72,35,18,98 |

Output  
11  
  
**Explanation**   
The base 6 representation of this is 320,33,115,144,200,55,30,242, and the derived sequence (sum of digits) is 5,6,7,9,2,10,3,8. The number of inversions is 11 (5,2), (5,3),(6,2) (6,3), (7,2), (7,3) (9,2),(9,3) (9,8),(10,3), (10,8)

**Program:**

#include<stdio.h>

#include<math.h>

int sum(int a)

{

    int s=0,r;

    while(a>0)

    {

       r=a%10;

       s+=r;

       a=a/10;

    }

    return s;

}

int main()

{

    int a[100],b[100],c[100],i,n,j,rem,s=0,cn=0;

    char ch;

    scanf("%d",&n);

    for(i=0;i<n;i++)

    {

        scanf("%d",&a[i]);

        if(i<n-1)

        scanf("%c",&ch);

    }

    for(i=0;i<n;i++)

    {

        j=0;

        while(a[i]>0)

        {

            rem=a[i]%6;

            s=s+(rem\*pow(10,j));

            a[i]=a[i]/6;

            j++;

        }

        b[i]=s;

        s=0;

    }

    for(i=0;i<n;i++)

    {

    c[i]=sum(b[i]);

    }

    for(i=0;i<n;i++)

    {

        for(j=i+1;j<n;j++)

        {

            if(c[i] >c[j])

                cn++;

        }

    }

    printf("%d",cn);

    return 0;

}

**Problem Description**

A cube has its 6 faces numbered from 1-6 (three of its faces are shown in the diagram). There are six possible orientations on the cube (U,D,N,E,W,S) as shown in the diagram, of which only 4 are possible on any one face (for example, on face 1, N and S are impossible orientations)

An electronic remote control bug is on a face of a cube at some orientation. On your command it can crawl around the cube. The possible commands are F,B,L,R.

Command F : it moves to the adjacent face in the same direction it is facing

.Command B : it turns around by 180° and moves forward by one face.

Command L: it turns left and moves forward by one face

Command R: it turns right and moves forward by one face.

The faces 4,5,6 are opposite to faces 1,2,3 respectively.

For example, if it has orientation U on face 1, on command L, it goes to face 5 and has orientation N, and from there on command F , it will move to face 4 and will have orientation E.

Given a sequence of commands, and the final position (face and orientation) of the bug (after executing the commands in the sequence), we need to determine the initial position (face and orientation) of the bug.

**Constraints**

The length of the string of command letters <=50

**Input Format**

One string of 2 characters giving the face and orientation of the bug after it executes the instructions. The first character is a number between 1 and 6, denoting the face, and the second character is the orientation (from the set {U, D, N, S, E, W}) of the bug after executing the commands

One string of command letters. This is a sequence of letters from the set of valid commands {F, B, L, R}

**Output**

One string of two characters denoting the position of the bug before it executes the instructions. The first character gives the face number (1,2,3,...,6) and the second giving the orientation (E,W,U,D,N,S ) the bug was facing before it executed the instructions

**Explanation**

**Example 1**

Input

1U

FFF

Output

3N

Explanation

If the bug starts at 3N, it will move to 4D, 6S and 1U if a command F is given at each position. Hence, if it starts at 3N, after 3 consecutive F commands, it will be at 1U, which is the given final position. Hence the output is 3N.

**Example 2**

Input

4W

LRB

Output

3E

Explanation

If the bug starts at 3E, after the L command, it goes to 4D, and after the R command, it goes to 2S. From there, on the B command, it goes to 4W, which is the end position. Hence the output is 3E.

**Program:**

#include<stdio.h>  
#include<string.h>  
  
int main()  
{  
    char c1,c2,a[6],com[]={"WDSEUNWDSEUN"},s[51],b[10];  
    int i=0,j,k,t,n;  
    scanf("%c%c",&c1,&c2);  
    scanf("%s",s);  
    n=strlen(s);  
    t=c1-48;  
    for(i=n-1;i>=0;i--)  
    {  
        for(j=t-1,k=0;j<t+4;j++,k++)  
            a[k]=com[j];  
        for(j=0;j<5;j++)  
        {  
            if(c2==a[j])  
            {  
                c2=com[t+1];  
                if(s[i]=='B')  
                    c2=com[t+4];  
                t=t+j+1;  
                if(t>6)  
                    t-=6;  
                if(s[i]=='R' || s[i]=='L')  
                {  
                    if(s[i]=='R')  
                    {  
                        switch(c2)  
                        {  
                            case 'U':   strcpy(b,"WSUEND"); break;  
                            case 'D':   strcpy(b,"ENDWSU"); break;  
                            case 'E':   strcpy(b,"UENDWS"); break;  
                            case 'W':   strcpy(b,"DWSUEN"); break;  
                            case 'S':   strcpy(b,"SDENUW"); break;  
                            case 'N':   strcpy(b,"NUWSDE"); break;  
                        }  
                    }  
                    else if(s[i]=='L')  
                    {  
                        switch(c2)  
                        {  
                            case 'D':   strcpy(b,"WSUEND"); break;  
                            case 'U':   strcpy(b,"ENDWSU"); break;  
                            case 'W':   strcpy(b,"UENDWS"); break;  
                            case 'E':   strcpy(b,"DWSUEN"); break;  
                            case 'N':   strcpy(b,"SDENUW"); break;  
                            case 'S':   strcpy(b,"NUWSDE"); break;  
                        }  
                    }  
                c2=b[t-1];  
                }  
                break;     
            }  
        }  
    }  
    printf("%d%c\n",t,c2);  
    return 0;  
}

**Problem Description**

The Mathematics teacher wanted to introduce a new competition to the students to sharpen their skills in optimization. He drew a rectangular M ×N grid on the ground and filled it with some non-negative integers on each cell of the grid. The cell named (i,j) is at the intersection of i th row and j th column. He gave the following challenge to the students:

1. On each cell of the grid, you can pile any number of cube blocks.

2. Each layer must be rectangular (with no gaps) and rest p supported completely by the immediate below layer.

3. The number of blocks on each cell should not exceed the number written on the cell on the ground.

4. In each layer, the cell above (1,1) must be covered.

The challenge is to pile up the maximum number of blocks subject to the above conditions.

For example if the bottom grid was as follows:

|  |  |  |
| --- | --- | --- |
| 1 | 1 | 0 |
| 1 | 1 | 1 |
| 1 | 1 | 0 |

the maximum number of blocks you can pile is 6 with one layer covering all the cells from (1,1) to (3,2).

**Constraints**

1 <= M,N <= 50

Maximum value in each cell is 50

**Input Format**

The first line will contain two comma separated integers M,N giving the size of the grid, where M is the number of rows and N is the number of columns.

The next M lines will each contain comma separated N non-negative integers giving the numbers in the grid cells.

**Output**

One line containing the number of blocks that can be piled according to the rules.

**Explanation**

**Example 1:**

Input:

3,4

5,4,9,3

4,3,5,6

2,2,1,1

Output:

32

Explanation:

One example of the maximum number of blocks that could be piled on the grid is shown below:

|  |  |  |  |
| --- | --- | --- | --- |
| 5 | 4 | 4 | 3 |
| 3 | 3 | 3 | 3 |
| 1 | 1 | 1 | 1 |

The total number of blocks is 32. Hence the output is 32.

**Example 2:**

Input

4,7

27,26,28,14,15,38,0

38,40,35,2,20,43,39

18,48,43,2,47,18,26

38,2,29,23,14,31,32

Output

242

Explanation

The number of rows is 4. The number of columns is 7. The values in the cells of the grid are

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 27 | 26 | 28 | 14 | 15 | 38 | 0 |
| 38 | 40 | 35 | 2 | 20 | 43 | 39 |
| 18 | 48 | 43 | 2 | 47 | 18 | 26 |
| 38 | 2 | 29 | 23 | 14 | 31 | 32 |

One possible maximal placing of the blocks is

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 27 | 26 | 26 | 2 | 2 | 2 | 0 |
| 27 | 26 | 26 | 2 | 2 | 2 | 0 |
| 18 | 18 | 18 | 2 | 2 | 2 | 0 |
| 2 | 2 | 2 | 2 | 2 | 2 | 0 |

As there are 242 blocks in this maximal placing, the output is 242.

**Program:**

#include<stdio.h>  
int a[10][10];  
void del(int i,int j,int s,int f,int r,int c)  
{  
    int k,l;  
    if(s==0)  
    {  
        for(k=0;k<r;k++)  
            for(l=j;l<c;l++)  
                a[k][l]=f-1;  
    }     
    else  
    {  
        for(k=i;k<r;k++)  
            for(l=0;l<c;l++)  
                a[k][l]=f-1;  
    }  
}  
int rsum(int i,int j,int r,int c)  
{  
    int k,l,s=0;  
    for(k=0;k<i;k++)  
        for(l=0;l<c;l++)  
            s+=a[k][l];  
    return s;         
}  
int csum(int i,int j,int r,int c)  
{  
    int k,l,s=0;  
    for(k=0;k<r;k++)  
        for(l=0;l<j;l++)  
            s+=a[k][l];  
    return s;  
}  
int main()  
{  
    int i,j,k,r,c,max=0,r1,c1,s,t1,t2,sum=0;  
    char ch;  
    scanf("%d%c%d",&r,&ch,&c);  
    r1=r;  
    c1=c;  
    for(i=0;i<r;i++)  
        for(j=0;j<c;j++)  
        {  
            scanf("%d",&a[i][j]);  
            if(j<c-1)  
            scanf("%c",&ch);  
            if(a[i][j] > max)  
                max=a[i][j];  
        }  
    for(k=1;k<=max;k++)  
    {  
        for(i=0;i<r1;i++)  
            for(j=0;j<c1;j++)  
            {  
                if(a[i][j] < k)  
                {  
                    t1=rsum(i,j,r1,c1);  
                    t2=csum(i,j,r1,c1);  
                    s=(t1 > t2) ? 1 : 0;  
                    del(i,j,s,k,r1,c1);  
                    if(s==1)  
                        r1=i;  
                    else  
                        c1=j;  
                }  
            }  
    }  
    for(i=0;i<r;i++)  
    {  
        for(j=0;j<c;j++)  
        sum+=a[i][j];      
    }  
    printf("%d",sum);  
    return 0;  
}

**Spiral**

The prime numbers are written in a spiral form staring at (0,0) and moving as shown in the diagram below. The numbers  
shown on the right column and the bottom row are the column numbers and row numbers respectively (y and x coordinate  
frames).

![](data:image/png;base64,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)

   
The objective is to find the position (x and y coordinates) of a given prime.  
Input Format:  
The input consists of multiple lines.  
The first line gives the number of primes (N) in this test case.  
The next N lines contain one prime in each line.  
Output Format:  
The output consists of N lines.  
Each consists of a space separated pair of integers giving the x and y coordinates of the corresponding prime in the input.  
Constraints:  
N≤10  
Each prime < 1000000  
Example 1  
Input  
2  
3  
7  
Output  
1 0  
0 1  
Explanation  
There are 2 primes in this test case (N=2). The primes are 3 and 7. The coordinates of these in the spiral is (1,0) and (0,1).  
The output hence has these in space separated form.  
Example 2  
Input  
3  
5  
11  
13  
Output  
1 1  
1  
1  
1  
0  
Explanation  
There are 3 primes in this test case (N=2). The primes are 5, 11 and 13. The coordinates of these in the spiral is (1,1), (1,1)  
and (1,0).  
The output hence has these in space separated form.

**Program:**

#include<stdio.h>  
int prime[100];  
int a[9][10],num,search[100];  
void create()  
{  
    int i=4,j=4,n=3,m=5,n1=5,m1=3,k=0,dire=0;  
    //creating an array size of 9\*10 which is shown in program   
    while(i!=-1)  
    {  
        a[i][j]=prime[k];  
        k++;  
        if(dire==0)//Right direction set to 0  
        {  
            j++;  
            if(j==m)  
            {  
            m++;  
            dire=1;  
            }  
        }  
        else if(dire==1)//Up direction set to 1  
        {  
            i--;  
            if(i==n)  
            {  
                n--;  
                dire=2;  
            }  
        }  
        else if(dire==2)//Left direction set to 2  
        {  
            j--;  
            if(j==m1)  
            {  
                m1--;  
                dire=3;  
            }  
        }  
        else if(dire==3)//Down direction set to 3  
        {  
            i++;  
            if(i==n1)  
            {  
                n1++;  
                dire=0;  
            }  
        }  
    }  
    //Serahing the element postion in the Array  
    for(k=0;k<num;k++)  
    {  
    for(i=0;i<9;i++)  
    {  
        for(j=0;j<10;j++)  
        {  
        if(a[i][j]==search[k])  
        {  
            printf("%d %d\n",j-4,4-i);//printing the position as required  
        }  
        }  
    }  
    }  
      
}  
int main()  
{  
    int n, i = 3, count, c,j=0;  
    n=100;  
    //Reading Input  
    scanf("%d",&num);  
    for(j=0;j<num;j++)  
    scanf("%d",&search[j]);  
    //calculating 100 prime numbers and storing into array  
    j=0;  
        if ( n >= 1 )  
        {  
          prime[j]=2;  
          j++;  
        }  
        for ( count = 2 ; count <= n ;  )  
        {  
          for ( c = 2 ; c <= i - 1 ; c++ )  
          {  
             if ( i%c == 0 )  
                break;  
          }  
          if ( c == i )  
          {  
             prime[j]=i;  
             j++;  
             count++;  
          }  
          i++;  
        }   
        //Calling function to search and create the elements  
        create();  
return 0;  
}

In the Byteland country a string "S" is said to super ascii string if and only if count of each character in the string is equal to its ascii value.  
  
In the Byteland country ascii code of 'a' is 1, 'b' is 2 ...'z' is 26.  
  
Your task is to find out whether the given string is a super ascii string or not.

**Input Format:**  
  
First line contains number of test cases T, followed by T lines, each containing a string "S".

**Output Format:**  
  
For each test case print "Yes" if the String "S" is super ascii, else print "No"

**Constraints:**

**1<=T<=100**

**1<=|S|<=400, S will contains only lower case alphabets ('a'-'z').**

[**Sample Input and Output**](https://www.blogger.com/null)

|  |  |  |
| --- | --- | --- |
| **SNo.** | **Input** | **Output** |
| 1 | 2 bba scca | Yes No |

[**Explanation:**](https://www.blogger.com/null)  
 [In case 1, viz. String "bba" -](https://www.blogger.com/null)  
[The count of character 'b' is 2. Ascii value of 'b' is also 2.](https://www.blogger.com/null)  
[The count of character 'a' is 1. Ascii value of 'a' is also 1.](https://www.blogger.com/null)  
[Hence string "bba" is super ascii.](https://www.blogger.com/null)

**program code:**

#include<stdio.h>

#include<string.h>

#include<conio.h>

void main()

{

int a[26],l,i,k,j,c;

char s[50];

clrscr();

printf("enter the number of test cases\n");

scanf("%d",&j);

for(l=0;l<j;l++)

{

for(i=0;i<26;i++)

{

a[i]=0;

}

printf("enter the string\n");

scanf("%s",&s);

for(i=0;i<strlen(s);i++)

{

k=(int)s[i]-97;

a[k]++;

}

for(i=0;i<26;i++)

{

if(a[i]==i+1||a[i]==0)

c=1;

else

{

c=0;

break;

}

}

if(c!=0)

printf("\tyes\n");

else

printf("\tno\n");

}

getch();

}